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Abstract—This paper focuses on the design model 

verification processes to reduce modification cost after 

the software is delivered. We proposed a new design flow 

of web content integrity to protect web security by using 

colored petri nets simulation. The method covers the 

design process from the firewall stage to the recovery 

stage. In the proposed solution, the model verified the 

integrity of web content through detection tampering and 

recovery web content processes. Furthermore, the 

specification formally verifies the model checking 

technique by colored Petri nets formalism. Finally, the 

model is simulated by colored petri nets to insure the 

correct behavior of the designed web content integrity 

model. 

 

Index Terms—Verification, Firewall, Web Content 

integrity, CPNs tool. 

 

I.  INTRODUCTION 

Most companies rely on web sites to deliver services to 

their customers and interact with them. Web applications 

allow visitor access to the most critical resources of a 

web site, the web server and the database server. Web 

application still suffers from issues of security like web 

content integrity. 
The web security protection requires the achievement 

of three concepts: integrity, availability and 

confidentiality of data. This paper focuses on the integrity 

of data that refers to the trustworthiness of information 

resources, thereby ensuring that only an authorized client 

can alter the data, as unauthorized access may result in 

the incorrect or malicious behavior of the web application. 

Therefore, it is important to confirm and verify all sages 

of software engineering in web security development to 

detect the web security vulnerabilities at each stage, 

instead of processing the security vulnerabilities at the 

implementation stage. 

 

Verification methods are widely used to successfully 

address software security challenges and make software 

systems more trustworthy. Verification is the process of 

analyzing the properties, accuracy or validation of the 

system specification. Formal verification [29] is a method 

for proving the correctness of system specification when 

they are described in a mathematically rigorous 

framework. The behavior of the system must be modeled 

accurately for verification purposes. The formal 

verification method is for situation definitions and 

demonstrates its feasibility and efficiency. 

 

A specification can be written formally in the form of 

control Petri nets, or semi-formally by unified modeling 

language (UML) [9]. Indeed, the specification itself can 

be verified using a model checking technique applied in 

various domains of computer science. It is possible to 

check process specification expressed by Petri nets or 

semi-formal UML activity diagrams. As a result, verified 

specification is obtained which can provide a base for 

further steps, e.g. logical synthesis for code 

implementation. 

This paper addresses web content integrity concerns by 

proposing a new model to verify web content integrity by 

using Colored Petri Nets (CPNs) simulation; which a 

backward compatible extension of the concept of Petri 

nets. CPNs preserve useful properties of Petri nets and at 

the same time extend initial formalism to allow the 

distinction between tokens. 

There are many approaches established for integrity 

verification, to assure integrity of the web content. The 

form-field validation approach protects against harmful 

data on both the client and server sides. The SSL 

approach secures the communication channel, and the 

firewall approach protects against malicious code and 

other attack strategies [20]. This paper focuses on firewall 

approaches. 

 

Firewall technology [4] is a mechanism designed to 

permit or deny network transmissions based on a set of 
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rules and is used to protect networks from unauthorized 

access. It has been applied to TCP/IP (Transmission 

Control Protocol/ Internet Protocol) that protect against 

outside untrusted connections. There are many firewall 

architectures that have been published, such as filtering 

routers. One form of defense for every network connected 

to the internet is access control lists that reside on routers 

or firewalls. 

 

Network and application firewalls, [20] provide 

protection at the host and network levels. These security 

defenses cannot be used to stop malicious attacks that ask 

to do illegal transactions. Firewalls are designed to 

prevent vulnerabilities of signatures and specific ports. 

Therefore, the firewalls cannot distinguish between the 

original request-response conversation, and the tampered 

conversation. They do not track a conversation and do not 

secure the session information. 

In this paper we propose a new model that uses 

firewall filtering to detect a malicious attack by analyzing 

abnormal behavior. Also, this model blocks malicious 

attacks and checks web content integrity synchronously. 

The aim of this model not only supports maintaining 

integrity of data, but also ensures that the web content is 

secured. 

The remainder of this paper is organized as follows: 

Section 2 presents Petri nets an-overview. Section 3 

presents related works. Section 4 presents proposed 

model and simulation. Section 5 presents conclusions. 

 

II.  PETRI NETS AN- OVERVIEW 

Petri nets (PNs) [13, 26] were invented by Carl Adam 

Petri in 1962 as part of his Ph.D. It is used to model the 

functionality and the behavior of system like: the 

computer system, the computer network and protocols, 

manufacturing, production, scheduling systems, and 

controllers. Furthermore, it is used formally for 

concurrent systems. PNs are a powerful tool for graphical 

representation and analysis of the software processes, so 

it used in early stages of the software development 

process. 

 

PNs are a bipartite graph [13, 26] composed from a 

place as condition and transition, as event or activity. 

Places and transitions are connected by directed arcs 

(edges), and the arcs exist only between a place and a 

transition or vice versa. It also has tokens which circulate 

in the system between places. Places are drawn as a circle 

and represent the passive parts of a system such as 

buffers, pipes or queues, where transitions are drawn as 

rectangles and represent the activities in the system such 

as the failure, repairing, and processing of items. The 

items are represented by tokens, which are drawn as 

small black dots and are moved from one place to another 

along the arcs connecting places and transitions when 

transitions fire. PNs have many properties such as 

boundedness, safeness, and being deadlock free. 

 

Petri net is effective for describing and studying 

information processing systems that are concurrent, 

asynchronous, distributed, parallel, nondeterministic, 

and/or stochastic [29, 30]. It therefore enables the 

analysis of system properties, while a verifying model is 

enabled rigorously by analyzing the properties and 

behaviors of Petri nets. 

 

Petri Nets discrete event systems (DES) [11] are working 

models whose simulation can be observed by Petri Net 

simulators while mathematically its design correctness of 

requirements can be proven. So, the mathematical 

graphical language [16] used to analyze the behavior and 

properties of the system. 

 

PNs combine the state-event model with the state space 

are represented by places and events that are represented 

by transitions. It is used to formalize the behavior of 

some components, or a system or application, namely 

those that have a complex behavior. 

 

Petri nets [12] are high level and widely used in both 

theoretical analysis and practical modelling of concurrent 

systems. It is usually interpreted as a control flow graph 

of a modeled system. Places correspond to conditions 

within the system, while transitions correspond to actions. 

A condition can be fulfilled, i.e. marked with a token in 

the current system state, or not. An action, i.e. a transition 

firing, can move tokens between places, thus reflecting a 

change to the system state. 

Petri nets cover a wide class of discrete mathematical 

models that allow describing control and information 

flow of the modelled systems [17]. They are an effective 

facility to model information processing and are used for 

describing sequential logic circuit behavior. Petri nets are 

defined by the tuple: 

 

PN = (P, T, F, W, M0)                         (1) 

 

Where P = {p1, p2, p3,….. pn} denotes the set of places, 

T = {t1, t2, t3,….. tn}  denotes the set of transitions, F ⊂ (P 

× T)∪(T × P) is the set of directed edges connecting 

places and transitions, W:F→{1,2,3,…} is the weight 

function of the edges and M0:P→{1,2,3,…} is the initial 

marking [17]. 

 

Colored Petri nets (CPN) are a backward compatible 

extension of the concept of Petri nets. CPN preserve 

useful properties of Petri nets and at the same time extend 

initial formalism to allow the distinction between tokens 

[19]. Colored Petri Nets allow tokens to have a data value 

attached to them. This attached data value is called token 

color. Although the color can be of an arbitrarily complex 

type, places in CPNs usually contain tokens of one type. 

This type is called color set of the place. The formal 

definition of a colored Petri net is defined by the tuple 

[19]: 

 

CPN = (∑, P, T, A, N, C, G, E, I)                (2) 

 

Where ∑ non- empty and finite set of types, called 

https://en.wikipedia.org/wiki/Petri_net
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colors, P = {p1, p2, p3,….. pn} denotes the set of places, T 

= {t1, t2, t3,….. tn}  denotes the set of transitions, A = P ∩ 

T = P ∩ A = T ∩ A = ø is a finite set of directed edges 

connecting places and transitions, N = A to (P × T) ∪(T × 

P) is the node function, C = P to ∑ is the color function, 

G is a guard function, that maps each transition t∈T to a 

guard expression g, the output of the guard expression 

should evaluate to Boolean value: true or false, E is an 

arc expression function, it maps each arc a∈A into the 

expression e, the input and output types of the arc 

expressions must correspond to the type of the nodes the 

arc is connected to, I is an initialization function, it maps 

each place p into an initialization expression i. The 

initialization expression must evaluate to a multiset of 

tokens with a color corresponding to the color of the 

place C(p) [19]. 

 

III.  RELATED WORKS 

There are many publications about verification of web 

content integrity. Most of them focus on the particular 

stage of the web security protection. Colored Petri nets 

are used to analyze the software specification. 

A.  Web Security and Integrity of Data 

Double Guard is an application developed by Reddy et 

al. (2015), is used for checking the intrusions in a multi-

tier application. This application is used for back-end and 

front-end, and it’s independent. It is also operated in 

dynamic and static servers in the web; these servers 

provide better protection for the application and 

information [5]. 

Hidhaya and Angelina (2012), developed a mechanism 

for the detection of SQL injection by employing a reverse 

proxy and MD5 algorithm to watch SQL injection in 

input, which  rules of grammar expressions to check SQL 

injection in URL’s. This mechanism has achieved a 

decrease in the number of attach automatically, decrease 

the delay of time, and makes it able to protect the 

application from SQL injection attack [22]. 

The method of Win, and Htun (2014), is for combined 

static analysis and runtime validation. Legitimate queries 

are found in static analysis, can be operated by the 

application, and can also reform them into patterns of 

structure query. The query patterns resulting from it are 

kept in separate respective tables. In order to decrease the 

runtime validation, overhead of the runtime query in the 

runtime validation is made into patterns, and a 

comparison is made between them and the predetermined 

structure query patterns. The performance of the 

suggested technique has been evaluated by examining it 

on weak web applications. The presented method can be 

performed on both web applications and applications 

which are linked to a database [28]. 

Shadi Aljawarneh et al, (2007) have focused on one 

issue, namely the integrity of web content. It has been 

shown that given the limitations of SSL, a loss of web 

content integrity is possible because of the statelessness 

of HTTP. In an attempt to overcome this problem, we 

have formulated a systematic web security framework 

that could provide continued reliable and correct services 

to external users, even though a web data manipulation 

problem may have occurred. It was suggested that such a 

framework will offer an increased level of user 

confidence, since the framework provides a greater 

protection against web server subversion [20]. 

A novel approach for detecting SQL attacks which are 

based on information theory, was proposed by Hossain 

Shahriar et al. (2013), is the entropy of all queries, which 

exists in a program accessed before deploying a program, 

is computed. During the time of executing the program, 

this approach depends on the thought that dynamic 

queries with attack inputs result in a level of entropy that 

is decreased or increased. Three open source PHP 

applications which contain SQL weaknesses, proved by 

report, validated the proposed framework. A prototype 

tool is implemented by them in Java for facilitating the 

training and detection phase of the proposed technique. 

The result of the evaluation indicated that the technique 

checks all known SQL weaknesses and might be an 

integral one to verify unknown weaknesses [8]. 

Gianluca et al. [7] presented redirection graphs to 

detect malicious webpages; while Kapravelos et al. [1] 

presented automatically detected evasive behavior using 

malicious JavaScript.  

B.  Web Security using Colored Petri Nets 

Colored Petri Nets (CPNs) [6, 16] which is an extended 

version of Petri Nets and are usually used in system 

modeling, editing, simulating the concurrent systems and 

analyzing their properties. The major advantages [16] of 

using CPNs simulation are to gain insight, analysis and 

specification, and to describe concurrent behavior and 

interaction behavior of a complex real-time system, 

which is particularly significant for a safety-critical 

system. CPNs mainly focus on synchronization, 

concurrency and asynchronous events [4]. 

Kumar [21] proposed a network intrusion detection 

system prototype based on CPNs to describe complicated 

attacks. The authors [29] studied the knowledge 

representation and intelligent analysis on aggressive 

behavior that used the PNs theory to set up related 

theories and methods, which are suitable for aggressive 

behavior analysis and detection. 

Table 1. Comparison between the Proposed Approach and Previous 

Solutions 

 
Intrusion Detection  Integrity Content 

Detect Prevent Detect Recover 

Proposed 
Malicious 

attack 

Malicious 

attack 
Tampering Content 

Double 
Guard [5] 

Attack Attack -- -- 

Integrity of 

web content 

[20] 

-- -- Tampering Content 

SQL 
injection [22] 

SQL 
injection 

-- -- -- 

Redirection 

graphs [7] 

Malicious 

webpage 
-- -- -- 

Evasive 

behavior [1] 

Malicious 

JavaScript 
-- -- -- 
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Table 1 compares the proposed approach with multiple 

previous solutions. The comparison criteria include the 

ability to detect/prevent attacks, and the ability to detect 

tampering/recover of web content. 

Table 1 shows the proposed solution for detection and 

prevention of malicious attacks, the detection of 

tampering and the ability to aid in recovery of web 

content. 

 

IV.  PROPOSED MODEL AND SIMULATION 

This paper proposes a new model of web content 

integrity verification using CPNs simulation, focused on 

achieving two aims: 

 

1. Protecting web security from malicious attack by 

using a firewall approach. 

2.  Verifying web content integrity by using 

detection and recovery techniques.  

 

This model presents the processes of detecting the 

malicious attack and the recovery of web content. 

This section is divided into four main parts: framework, 

flow chart, web content integrity model, and simulation 

results. 

A.  Web Content Integrity Framework 

The framework of this paper is divided into two steps. 

The first step is firewall filtering to protect the web 

security from malicious attacks. The second step is 

verifying web content integrity to detect tampering and 

recovery content. 

Figure 1 shows all the steps that make up the framework 

architecture that is used in this paper for the proposed 

mechanisms of verification web content integrity. The 

overall framework consists of the following seven main 

steps: user request, firewall filter, web server, integrity 

verifier, detection of tampering, recovery of web content, 

and showing of the current page. 

 

 

Fig.1. Overall Model Framework Architecture 

Our proposed model offers integrity of data, and a 

higher level of trustworthiness to an organization. We 

believe that the proposed framework will be capable of 

verifying web content against tampering. When the 

firewall finds abnormal behavior, an integrity identifier is 

enabled to detect and protect web content against 

tampering, and enable recovery of the original copy of 

the compromised web content. We are exploring risk 

analyzer techniques to protect web content. 

B.  Web Content Integrity Flow Chart 

Figure 2 shows the flow chart of model design that 

consists of two main steps to do the following: 

 

1) Firewall filtering that analyzes the user request 

packet and filters unauthorized packets by using 

existing rules in the Access Control List (ACL). 

2) Integrity verifier which checks the integrity of 

web content by comparing the current page with 

the backup page. If it finds tampering on web 

content, then it performs a recovery of web 

content, using a hash technique. 

 

This model presents three paths of testing to insure 

web content integrity. The first is utilized when no 

malicious attack is found. The second when a malicious 

attack is detected which does not affect web content, and 

the third when malicious attack is found which affects 

web content. 

 

 

Fig.2. The Flow Chart of Model Design 

The proposed model defines algorithm to detect 

tampering and recovery of web content as the following: 

 

Step 1: Receive packet request for web page into 

firewall filtering. 

Step 2: The firewall analyzing the packet request to 

check malicious attack. 

 

If 

it found out attack 

then  

It sends the request of page to integrity verifier. 

Else
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Web server returns the current page of request page. 

 

Step 3: Tthe integrity verifier check the integrity of web 

content. 

 

If  

It detects tampering 

Then  

Recovers web content and web server returns the 

current page of request page. 

Else  

 

Web server returns the current page of request page. 

C.  Web Content Integrity Model 

The proposed model used firewall filter using ACL 

rules, and an integrity verifier to protect web content 

integrity. 

 

Firewall Filtering Model using ACL Rules, fig. 3 shows 

the model of the firewall. This model filters the incoming 

transition by using a control unit based on ACL rules to 

check authorized packets. 

 

 

Fig.3. Firewall Model 

Integrity Verifier Model, is divided into two sub-models: 

Detection model using backup method and recovery 

model using hash method. Figure 4 shows the model of 

detection mode, and fig. 5 shows the model of recovery 

mode. 

1).  Detection Model using Backup Method 

This model checks web content integrity by comparing 

the current page and the backup of page. 

 

 

Fig.4. Detection Model 

2).  Recovery Model using Hash Method 

This model restores web content by using a hash page 

response. Hashing is a technique that aims to ensure the 

integrity of data by generating unique hash values. 

 

Fig.5. Recovery Model 

D.  Simulation Results 

This paper used CPNs simulation to prove that 

software specification processes modeled and increased 

the reliability and quality of the system. The specification 

processes is formally verified with the proposed model. 

The model is conducted on two main models of 

simulation. First, the firewall model shows filtering 

behavior. Second, the integrity verifier performs two 

tasks: detects the content tampering and recovers web 

content. 

1).  Firewall Filtering Simulation 

Figure 6 shows simulation of the behavior of the 

firewall filtering model when packets are coming. The 

packet is composed of four parts: MAC of source, MAC 

of destination, IP of source, and IP of destination. The 

packets come to the control unit that compares it with the 

ACL state to check the malicious attack. Then it blocks 

the unauthorized transition and passes the authorized 

packet. 

The firewall model is composed of two logic rules of 

test cases: 

 

Rule1, if the firewall detects malicious attack, then 

block the request. 

 

R1: (N1 ^ N2) ^ (state = ‘true’) → N3 

 

Rule2, if the firewall did not detect malicious attack, 

then pass the request. 

 

R2: (N1 ^ N2) ^ (state = ‘false’) → N4 

 

 

Fig.6. Firewall Filter Simulation 

The formalism describes two states on the fig. 6. One 

in which malicious attack has been detected and the other 

that is free of attack. The formal definition specified with 

CPNs simulation that composed of three types, five 

places, three transitions, seven arcs, four node functions, 
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six color functions, two main variables, two string 

constants, three transition expressions, three arcs 

expressions and two types of tokens. 

 

∑ = the set of types 

{Boolean, integer, string} 

 

P = the set of places  

{P1 (Request), P2 (ACL), P3 (firewall buffer), P4 

(attack), P5 (free)} 

 

T = the set of transitions 

{T1 (Control unit), T2 (detect attack), T3 (free attack)} 

 

A = the set of arcs 

{A1 (request- control unit), A2 (acl- control unit), A3 

(control unit- firewall buffer), A4 (firewall buffer-detect 

attack), A5 (firewall buffer- free attack), A6 (detect 

attack- attack), A7 (free attack- free)} 

 

N = the set of node functions 

{N1 (A1) ∪ (A3), N2 (A2) ∪ (A3), N3 (A4) ∪ (A6), 

N4 (A5) ∪ (A7)} 

 

C = the set of color functions 

{Color mac = integer; Color ip = integer; Color state = 

boolean; Color IN = product mac * mac * ip * ip; Color 

acl = product ip * ip * state; Color buffer = product mac * 

mac * ip * ip * state; Color out = string;} 

 

Variables = 

{V1 (src, dest: mac), V2 (src_ip, dest_ip, acl_scr, 

acl_dest: ip)} 

 

Constant = {“block”, “pass”} 

G = it maps each transition (t ∈ T) to a guard expression 

g 

{g1 (acl_src = src_ip andalso acl_dest = dest_ip), g2 

(state= ‘true’), g3 (state = ‘false’)} 

 

E = it maps each arc (a ∈ A) into the expression e 

{e1 (src, dest, src_ip, dest_ip), e2 (acl_src, acl_dest, 

state), e3 (src, dest, src_ip, dest_ip, state), e4 (src, dest, 

src_ip, dest_ip, state), e5 (src, dest, src_ip, dest_ip, state), 

e6 (“Block”), e7 (“Pass”)} 

 

I = the set of an initialization functions 

{I1 (P1, P2, P3, P4), I2 (P1, P2, P3, P5)} 

 

2).  Integrity Verifier Simulation 

Figure 7 shows the simulation of the behavior of 

integrity verifier model. This simulation presents 

detection tampering on web content and recovery of web 

content. The first step checks the web content integrity by 

comparing page request with backup of page content by 

detecting the state of content. The next step shows the 

current page when there is no change on web content and 

recovers web content if changed using hash page. 

The integrity verifier model is composed of two logic 

rules of test cases: 

 

Rule1, if the integrity verifier did not detect change of 

web content, then show current page requested. 

 

R1: (N1 ^ N2) ^ (state = ‘false’) → N3 

 

Rule2, if the integrity verifier detects change of web 

content, then recover page. 

 

R2: (N1 ^ N2) ^ (N4 <> N5) ^ (state= ‘true’) → N6 

 

 

Fig.7. Integrity Verifier Simulation 

The formalism describes two states on the fig. 7.  One 

when there is detection of tampering on web content and 

the other when there is no change found on web content. 

The formal definition specified with CPN simulation is 

composed of two types, seven places, four transitions, ten 

arcs, six node functions, four color functions, two main 

variables, four transition expressions, ten arcs expressions 

and two types of tokens. 

 

∑ = the set of types 

{Boolean, string} 

 

P = the set of places 

{P1 (request page), P2 (backup page), P3 (buffer), P4 

(hash page), P5 (recover page), P6 (out1), P7 (out2)} 

 

T = the set of transitions 

{T1 (check content integrity), T2 (show current page), 

T3 (response hash), T4 (Restore content)} 

 

A = the set of arcs 

{A1 (request page- check content integrity), A2 

(backup page- check content integrity), A3 (check 

content integrity- buffer), A4 (buffer- show content page), 

A5 (show content page- out1), A6 (buffer- response hash), 

A7 (hash page- response hash), A8 (response hash- 
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recover page), A9 (recover page- restore content), A10 

(restore content- out2)} 

 

N = the set of node functions 

{N1 (A1) ∪ (A3), N2 (A2) ∪ (A3), N3 (A4) ∪ (A5), 

N4 (A6) ∪ (A8), N5 (A7) ∪ (A8), N6 (A9) ∪ (A10)} 

 

C = the set of color functions 

{Color IN = with A | B; Color state = Boolean; Color 

out = product IN * IN; Color backup = product IN * state;} 

 

Variables = 

{V1 (n1, n2, n3: IN); V2 (state: state);} 

 

G = it maps each transition (t ∈ T) to a guard expression 

g 

{g1 (n2 = n1), g2 (state= ‘false’), g3 (state = ‘true’), g4 

(n2 <> n3)} 

 

E = it maps each arc (a ∈ A) into the expression e 

{e1 (1`n1), e2 (n2, state), e3 (n2, state), e4 (n2, state), 

e5 (n2), e6 (n2, state), e7 (1`n3), e8 (n2, n3), e9 (n2, n3), 

e10 (n3)} 

 

I = the set of an initialization functions 

{I1 (P1, P2, P3, P6), I2 (P1, P2, P3, P4, P5, P7)} 

 

3).  Web Content Integrity Simulation 

Figure 8 shows the overall proposed model simulation 

that combines the processes of firewall filtering and 

integrity verifier in one model. This simulation checks the 

behavior of a system of three events: malicious attack 

with detection of a change of web content, malicious 

attack with no detection of change of web content, and 

free of attack. 

The proposed model is composed of three logic rules 

of test cases: 

 

Rule1, if the firewall did not detect malicious attack  

Then show the current page directly. 

 

R1: (((N1 ^ N2) ^ N4) ^ (state1 = ‘false’)) → N5 

 

Rule2, if the firewall detects malicious attack and the 

integrity verifier did not detect change of web content 

Then Block the attack and show the current page. 

 

R2: (((N1 ^ N2) ^ N3) ^ (state1 = ‘true’) → N6 ^ 

(N7 ← (((N8 ^ N9) ^ (state2 = ‘false’)) → N10)) 

 

Rule3, if the firewall detects malicious attack and the 

integrity verifier detect change of web content 

Then Block the attack and recover page. 

 

R3: (((N1 ^ N2) ^ N3) ^ (state1 = ‘true’) → N6 ^ 

(N7 ← (((N8 ^ N9) ^ ((N11 <> N12) ^ 

(state2 = ‘true’)) → N13))) 

 

Fig.8. Proposed Model Simulation 

The formalism describes three states on the fig. 8. The 

first is when there is detection of malicious attack with 

change of web content. The second state is when there is 

malicious attack without change of web content. The 

third is when there is no attack detected (free of attack). 

The formal definition specified with CPNs simulation is 

composed of three types, fourteen places, nine transitions, 

twenty two arcs, thirteen node functions, nineteen color 

functions, four main variables, nine transition expressions, 

twenty two arc expressions and three types of tokens. 

 

∑ = the set of types 

{Boolean, integer, string} 

 

P = the set of places 

{P1 (request), P2 (ACL), P3 (firewall buffer), P4 

(attack), P5 (free), P6 (out1), P7 (block attack), P8 

(current page), P9 (backup page), P10 (buffer), P11 

(out2), P12 (hash page), P13 (recover page), P14 (out3)} 

 

T = the set of transitions 

{T1 (control unit), T2 (detect attack), T3 (free attack), 

T4 (show1), T5 (integrity verifier), T6 (check content 

integrity), T7 (show2), T8 (response hash), T9 (restore 

content)} 

 

A = the set of arcs 

{A1 (request- control unit), A2 (acl- control unit), A3 

(control unit- firewall buffer), A4 (firewall buffer- detect 

attack), A5 (firewall buffer- free attack), A6 (detect 

attack- attack), A7 (free attack- free), A8 (free- show1), 

A9 (show1- out1), A10 (attack- integrity identifier), A11 

(integrity identifier- block attack), A12 (integrity 

identifier- current page), A13 (current page- check 

content integrity), A14 (backup page- check content 

integrity), A15 (check content integrity- buffer), A16 

(buffer- show2), A17 (show2- out2), A18 (buffer- 

response hash), A19 (hash page- response hash), A20 



8 Verification of Web Content Integrity: Detection and Recovery Security Approach using Colored Petri Nets  

Copyright © 2018 MECS                                                I.J. Computer Network and Information Security, 2018, 10, 1-10 

(response hash- recover page), A21 (recover page- restore 

content), A22 (restore content- out3)} 

 

N = the set of node functions 

{N1 (A1) ∪ (A3), N2 (A2) ∪ (A3), N3 (A4) ∪ (A6), 

N4 (A5) ∪ (A7), N5 (A8) ∪ (A9), N6 (A10) ∪ (A11), N7 

(A10) ∪ (A12), N8 (A13) ∪ (A15), N9 (A14) ∪ (A15), 

N10 (A16) ∪ (A17), N11 (A18) ∪ (A20), N12 (A19) ∪ 

(A20), N13 (A21) ∪ (A22)} 

 

C = the set of color functions 

{Color mac = integer; Color ip = integer; Color state = 

Boolean; Color acl = product ip * ip * state; Color S = 

string; Color con = with A | B; Color request = product 

mac * mac * ip * ip * con; Color buffer1 = product mac * 

mac * ip * ip * con * state; Color free = product mac * 

mac * ip * ip * con; Color out1 = con; Color attack = 

product S * con; Color block = S; Color current = con; 

Color backup = product con * state; Color buffer2 = 

product con * state; Color out2 = con; Color hash = con; 

Color recover = product con * con; Color out3= con;} 

 

Variables = 

{V1 (src, dest: mac); V2 (src_ip, dest_ip, acl_scr, 

acl_dest: ip); V3 (n1, n2, n3: con); V4 (state1, state2: 

state);} 

 

Constant = {“block”} 

G = it maps each transition (t ∈ T) to a guard expression 

g 

{g1 (acl_src = src_ip andalso acl_dest = dest_ip), g2 

(state1= ‘false’), g3 (state1 = ‘true’), g4 (null), g5 (null), 

g6 (n1 = n2), g7 (state2 = ‘true’), g8 (state2 = ‘false’), g9 

(n2 <> n3)} 

 

E = it maps each arc (a ∈ A) into the expression e 

{e1 (src, dest, src_ip, dest_ip, n1), e2 (acl_src, acl_dest, 

state1), e3 (src, dest, src_ip, dest_ip, n1, state1), e4 (src, 

dest, src_ip, dest_ip, n1, state1), e5 (src, dest, src_ip, 

dest_ip, n1, state1), e6 (“Block”, n1), e7 (src, dest, src_ip, 

dest_ip, n1, state1), e8 (src, dest, src_ip, dest_ip, n1, 

state1), e9 (n1), e10 (“Block”, n1), e11 (“Block”), e12 

(n1), e13 (1`n1), e14 (n2, state2), e15 (n2, state2), e16 

(n2, state2), e17 (n2), e18 (n2, state2), e19 (1`n3), e20 

(n2, n3), e21 (n2, n3), e22 (n3)} 

 

I = the set of an initialization functions 

{I1 (P1, P2, P3, P5, P6), I2 (P1, P2, P3, P4, P7), I3 (P1, 

P2, P3, P4, P8, P9, P10, P11), I4 (P1, P2, P3, P4, P8, P9, 

P10, P12, P13, P14)} 

 

V.  CONCLUSIONS 

The results shown propose a new model to verify web 

content integrity by using CPNs simulation. The goal of 

this model not only supports maintaining integrity of data, 

but also ensures that the web content is secure. The model 

achieves two aims: detection tampering and recovery of 

web content. Furthermore, the model uses firewall 

filtering to detect malicious attacks. Finally, when the 

model detects abnormal behavior, it then sends two 

actions at the same time; blocking the malicious attack 

and checking the web content integrity. 
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