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Abstract—Testability is a property of software which 

introduces with the purpose of forecasting efforts need to test 

the programs. Software quality is the most important factor in 

the development of software, which can be depend on many 

quality attributes. The absence of testability is responsible for 

higher maintenance and testing effort. In this paper Fuzzy Logic 

is used to ascertain the relationship between the factors that 

affects the software testability. This paper presents the 

application of fuzzy logic the assessment of software testability. 

A new model is proposed using fuzzy inference system for 

tuning the performance of software testability. Aspect-oriented 

metrics are taken i.e. Separation of Concern (SoC), cohesion, 

size and coupling. These metrics are closely related to the 

factors i.e. Controllability, Observability, Built in Test 

Capability, Understandability and Complexity. These factors are 

independent to each other and used for accessing software 

testability. A Triangular Membership Function (TriMF) is 

applied on these factors which defined in Mamdani Fuzzy 

Inference System in MATLAB. In this paper, we have defined 

and evaluated factors combination which is used for the 

assessment of software testability for as well as aspect oriented 

software. 

 

Index Terms— Aspect Oriented Programming (AOP), Aspect 

Oriented Software Development (AOSD), Aspect Oriented 

Software (AOS), Fuzzy Logic, Aspect-Oriented Metrics, 

Separation of Concerns (SoC), Software Testability. 

 

I. INTRODUCTION 

Software Testability is one of the quality metric of 

Software and ISO has defined software testability as a 

functionality and it defines functionality as “the 

collection of characteristics of software that bear on the 

effort required to authenticate the software produced” [1, 

2]. 

IEEE defines it as “An activity in which a component 

or a system is evaluated for some specific conditions, the 

results are examined and evaluation is based on some 

aspect of the component or the system” [3]. 

It is also well known reality that more than 50% of the 

total cost in the development of software is related to the 

software testing activities [4]. Hence, in software 

development life cycle, it is the most expensive phase in 

terms of efforts needed, money as well as time. So, it is 

very important to reduce the efforts and time required for 

testing the software. Many researchers have focused their 

study for the solutions to minimize the testing cost. If the 

testability of software can be improved, then it is possible 

to reduce the software cost along with achieving the 

higher easiness in writing test cases, test automation, fault 

detection. 

The software testability is important during testing, 

coding, quality assurance, and designing [5]. Testable 

software attributes like low complexity, low coupling and 

good separation of concerns formulate an easier way for 

reviewers to realize the software artifacts [6]. 

“Software Testability” is a challenging issue to be 

investigated in the process of software development for 

improving the effectiveness of testing process. Software 

testability cannot be measured directly so it can be 

measured by the qualitative factors that affect testability. 

The testability of software components is determined by 

factors such as: 

i) Controllability: The degree to which it is possible 

to control all values of its individual output domain. 

ii) Observability: The degree to which it is possible to 

observe accurate output for a specified input. 

iii) Built in Test Capability: It has the ability to test the 

software itself. It reduces the complexity as well as 

decreases the cost of software. It can improve 

controllability and observability. 

iv) Understandability: The degree to which the 

component under test is documented or self-

explaining. 

v) Complexity: It is the quantitative measurement of 

the complexity of the program. Low complexity of 

any software system is an indication of high quality. 

In this paper we have mainly focused on software 

testability in context of AO software. AOSD  and its 

major features are discusses below. 

A. Aspect-Oriented Software Development (AOSD) 

Aspect oriented software development (AOSD) has 

widely used in industry as well as research environments. 

An AO system requires new measurement of frameworks 
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to evaluate the maintainability and testability degrees. 

Sant’Anna et al. [7] proposed a model for AO systems 

makes up of two elements: a quality model and a set of 

metrics. These elements are derived from existing metrics 

and familiar principles to keep away from the recreation 

of well tested results. Based on suggested model, a 

quantitative assessment, the drawbacks and advantages of 

the model were discussed for AO software. 

Popular programming languages for aspect-oriented 

systems are AspectC (a C extension), AspectC++ (a C++ 

extension), AspectXML (a XML extension), AspectL (a 

LISP extension), AspectJ (a Java extension), CaesarJ and 

Hyper/J (being used by IBM). This work focused on 

those aspect-oriented programming languages that have 

new AO features and almost all the features of Java 

programming language. In this category, it is founded 

that AspectJ and AspectJ-like (Springs AOP framework, 

JBoss etc.), CaesarJ and Hyper/J are most famous 

programming languages. Aspect-oriented programming 

was developed to overcome the limitations of 

programming approaches such as OOP in handling 

crosscutting concerns.  Aspect-orientation offers a new 

modularization way by separating cross-cutting concerns 

from non cross-cutting ones. 

From the available AOP languages, AspectJ is the most 

popular and mostly used in research areas. AspectJ [8] is 

an easy extension to java which presents during the 

modular execution of crosscutting concerns and 

description of new constructors. It consists of mainly (i) 

Join points are code sections in the execution of a 

software where aspects are applied; (ii) Point-cuts are 

declarations responsible for selecting join points, that is, 

detecting which join points the aspect should intercept; 

(iii) Advices are code used to implement crosscutting 

concerns; (iv)  Introductions (inter-type declarations) are 

code that structurally modifies a class, adding new 

members and relationships to it through a declare parents 

clause; (v) Aspects are entities that encapsulates point 

cuts, advices, and introductions in a modular code unit, 

defined similarly to classes [9]. This paper is divided in 

seven sections. 

In first section, introduction of software testability in 

context of aspect oriented software is discussed, followed 

by literature review based on factors and metrics which 

affects software testability. In third part of this paper, 

aspect oriented design quality metrics are described. In 

fourth section, fuzzy logic approach is discussed. In fifth 

section, the simulation of fuzzy model is provided. 

Finally, results are discussed followed by future scope. 

 

II. RELATED WORKS 

A number of testability theories have been published 

till date and the testability concept has been grown with 

different research states. Some of the important theories 

given by researches in their paper’s and discussions 

motivate us for the proposed work. However, till date less 

number of theories deal with AO programs quality 

evaluation. 

Zhao [10] gives the earliest suggestion in the field of 

coupling measurement for aspect oriented systems. Zhao 

et al. [11] gives aspect cohesion assessment. It is derived 

from a dependency framework for AO software.  

Ceccato et al. [12] extend the use of Chidamber and 

Kemerer’s [13] metrics suite for measuring the software 

aspectization for AO systems.  

Sant’Anna et al. [7] suggested a metric framework for 

AO programs. Zhang [14] proposed the size, complexity, 

coupling between objects, response time, no. of classes 

for their assessment.  

Tsang et al. [15] used the CK metrics framework for 

their assessment for AO systems. The quality factors 

considered are maintainability, understandability, 

testability and reusability and the CK metrics is taken into 

account for evaluation. 

Mulo [16] considers the two main factors of testability 

that are controllability and observability and strongly 

recommended that these can improve the ability of tester 

for good control of software. 

Wang [17] identified the factors in order to improve 

testability that are controllability, observability, built in 

test capability, visibility, operability, simplicity, 

understandability, suitability. 

Pan et al. [18] introduces a framework for an aspect 

oriented testability in which observability and 

controllability are taken as a factor. This paper mainly 

focuses on improving software observability. 

Bach [19] describes practical testability is a function of 

five types of testability’s i.e. project related testability, 

value-related testability, subjective testability, intrinsic 

testability and epistemic testability. 

Basili et al. [20] gives a quality framework for metrics. 

According to authors viewpoint, testability degree of AO 

systems should be accessed through metrics and factors. 

Khan et al. [21] proposed framework based on 

testability for object oriented design. In this framework 

inheritance, encapsulation, cohesion and coupling metrics 

are used. 

Shaheen et al. [22] considered a survey on metrics for 

accessing testability of object oriented systems in which 

various metrics have been taken to identify the testability 

for object oriented systems. 

Nazir et al. [23] proposed a list of commonly accepted 

factors in order to find out measurable characteristics of 

software testability. 

Abdullah et al. [24] describes some observation. 

Authors mentioned firstly; In order to reducing effort in 

measuring testability of object oriented design we need to 

identify a minimal set of testability factors for object 

oriented development process, which have positive 

impact on testability measurement and secondly, 

testability metrics must be selected at the design phase 

because metric selection is an important step in testability 

estimation of objects oriented design. 

Binder [25] described testability as the cost of 

disclosing software faults and the relative ease. Binder 

offers an analysis of the factors which are contributing to 

the software testability. Binder also listed some of the 

testability metrics from encapsulation metric, inheritance 
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metric and polymorphism metric. Encapsulation metric 

includes public access to data members, lack of cohesion 

in methods, while some of the inheritances metric are 

number of children, depth of inheritance tree and also 

polymorphism metric includes percentage of non-

overloaded calls, percent of dynamic calls. He also said 

that controllability and observability will ultimately 

increase the software testability. 

Bruce et al. [26] recognize the factors which affect 

testability in object oriented software and classified them 

in communication factors, inheritance factors and 

structure factors. 

Bach [19] proposed testability factors as are operability, 

visibility, control, understandability, simplicity, stability, 

and suitability. Morris [27] tells that the observer pattern 

can also provides good support for separation of concerns. 

Jungmayr [28] described factors that affect testability as 

separation of concerns, complexity, fault locality, 

coupling, observability, controllability, built-in-test 

capability, diagnostic capability, and automatability. 

Gao et al. [29] identified a framework for the 

measurement of testability based on the factors i.e. 

observability, controllability, traceability, process 

capability and understandability. 

Voas et al. [30] described testability as the possibility 

that a part of software fails in subsequently execution 

during testing. They have suggesting dynamic technique 

called software sensitive analysis for evaluating the 

software testability. 

Bache et al. [31] define testability as a quality attribute 

to the testing effort needed and test criterion is an 

important factor of the testing effort. 

Singh et al. [32] proposed metrics and model based on 

maintainability assessment for aspect oriented software. 

The research by Bruntink et al. [33] is mainly 

concerned with identifying and evaluating the factors of 

testability in object oriented software and metrics related 

to the factors, which have been supported by the case 

studies.  

The concept of testability of a software component was 

initiated by Freedman [34] considering controllability and 

observability. 

Boxall et al. [35] determined the level of testability 

affected by understandability and it can be determined by 

interface properties. 

Singh et al. [36] discussed the techniques for fault 

based mutation testing and tools for AspectJ programs and 

how these tools can be helpful in evaluating testability. 

Piveta et al. [37] gives empirical data and analytical 

evaluation from ten projects which determines the six 

metrics for aspect oriented software i.e. weighted 

operations in module, lines of code, number of children, 

depth of inheritance tree, coupling on advice execution 

and crosscutting degree of an aspect and talk about how 

these metrics can be accustomed to recognize weakness in 

existing aspect oriented software. 

Malla et al. [38] proposed software testability factors i.e. 

controllability, observability, understandability, 

complexity, process capability and related metrics i.e. size 

metrics, inheritance metrics and coupling metrics. 

We have identified from above studies that testability 

of software can be measured using metrics for aspect-

oriented system as well as for object-oriented system. 

Factors of testability i.e. controllability, observability, 

built in test capability, understandability and complexity 

can be measured using these design metrics. We have 

already conducted the detailed analysis on software 

testability for AO software in our previous work [53] too. 

A look on the factors that affect software testability is 

provided in Table 1. 

 
Table 1. Factors of Software Testability 

 
 

In Table 1, the factors that are in Italic format also 

affects the software testability in Aspect Oriented 

environment as well as for object oriented software. 

However, remaining factors only affects in object 

oriented environment. Brief information about the 

software testability metrics is given in Table 2. In Table 2, 

the authors that are in Italic format have used aspect 

oriented environment for qualitative assessment in their 

research works. A look on software testability metrics 

and their related factors is reported in Table 3.  

Table 2. Metrics of Software Testability 
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Table 3. shows the factors that affects the software 

testability based the related work. 

 
Table 3. Factors and related Metrics of Testability 

 
 

III. ASPECT-ORIENTED DESIGN QUALITY METRICS 

Our approach for evaluation and identification of 

testability of software is based on software quality factors 

and their related metrics. The aim of this work is to 

develop a model for the assessment of testability that can 

be measured using these metrics. AOSD has straight 

impact on the separation of the concerns and system size. 

Some predefined metrics cannot be used directly in 

aspect oriented software. Hence, AOSD identifies new 

cross cutting concern techniques and different type of 

abstractions. Some factors have been extensively 

recognized in both for OO and AO like coupling, size and 

cohesion. SoC in AO software differentiate the AOP from 

OO programming because of crosscutting concerns. We 

have identified four main metrics for the testability 

evaluation in AO software. 

A. Separation of Concerns (SoC) 

Separations of concern is the new metrics. Within [12] 

first time separation of concern metrics were anticipated. 

SoC is a well-established standard in software 

engineering. SoC is the ability to encapsulate, manipulate 

and identify those sections of software which are related 

to a particular concern. As yet, these metrics requires the 

identification of concerns manually. SoC metrics are as 

follows: 

i) Concern Diffusion over Components (CDC): It 

contribute for execution of a concern and measures 

the total number of components that access the 

primary components using formal parameters, local 

variables, attribute declarations, throws 

declarations and return types. 

ii) Concern Diffusion over Operations (CDO): It 

contribute for concern implementation and 

measures the total number of primary operations 

also counts advices and the number of methods 

which access return types, formal parameters, local 

variables, throws declarations and constructors. 

iii) Number of Attributes per Concern (NOAconcern): 

It measures the total number of attributes for every 

aspect or class. 

iv) Number of Operations per Concern (NOOconcern): 

It measures total no of operations in every concerns 

(inherited, public, private). 

 

B. Coupling Metrics 

Coupling between objects [46] can be defined as no. of 

coupled classes within all classes. Low coupling is 

desirable for better design. In [13], a metric suite for OO 

is provided and coupling is considered as one of the main 

metrics in framework. Coady et al. [47] provides separate 

set of metrics for couplings in aspect oriented. Coupling 

metrics are as follows: (i) Coupling between Objects 

(CBO) (ii) Depth of Inheritance Tree (DIT), (iii) Number 

of Children (NOC). 

C. Cohesion Metrics 

The measurement of cohesion for a component is the 

proximity of the relationship in internal components. The 

measurement is based on the methods of a class and how 

those methods are correlated to each other. Fenton et al. 

[48] defined cohesion in more illustrative way. Main 

cohesion metric is LCOM. If the value of LCOM 

becomes higher then cohesion is low. 

D.  Size Metrics 

Size metrics are dependent on the length of program. 

We can measure it by LOC. As an aspect viewpoint it 

might be count a pointcut as a code line. In [13], LOC 

metric has been measured and avoids duplicacy in lines 

by writing pointcuts. For determining physical code and 

design the size metrics are as follows: 

i) Number of system components (NOSC): It measures 

only the component names for the number of aspects 

and classes in the system. It is also known as 

Vocabulary Size (VS). 

ii) Lines of Code (LOC): It measures the number of code 

lines, comment lines, blank lines and documentation 

lines are not counted as part of LOC. It is one of the 

traditional metric for measuring size of the project. 

iii) Number of Attributes (NOA): It measures the number 

of attributes for every component. As per our generic 

framework, inherited attributes have also been 

included in counting. 

iv) Number of Operations (NOO): It measures the 

number of operations for every component. It also 

includes inherited operations in our framework. 

v) Number of Statements (NOS): It measures the 

number of statements in a method. 

vi) Weighted Operation per Component (WOC): It 

counts the complexity of a component by counting 

the number of arguments of the operations. 

 

As, testability of AO Software mainly depends on the 

metrics such as (i) Separation of Concerns (SoC), (ii) 

Cohesion, (iii) Coupling and (iv) Size. These metrics 

relates to the factors i.e. controllability, observability, 

built in test capability, understandability and complexity. 

In order to access testability of AOS, it is also very 

difficult to determine percentage of contribution of these 

metrics in testability. To overcome these difficulties, we 

adapted fuzzy logic technique considering the four 

metrics as input variable and testability as output variable. 
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IV. FUZZY LOGIC 

Fuzzy logic is a systematic technique to solve the 

problems that are very complex to understand 

quantitatively. It is a tool which deals with uncertainty 

and imprecision [49]. It is less dependent on historical 

data and fuzzy model can be built with less data [50, 51]. 

The fuzzy system accepts vague statements and 

imprecise data using the available membership functions 

and gives decisions as shown in Fig.1. 

 
Fig. 1. Fuzzy Logic System 

 

The fuzzy model gives mapping from input to output. 

Architecture includes four different modules. The 

fuzzification module converts the crisp input values into 

fuzzy values. Fuzzy values are forwarded by an interface 

engine derived from rule base in the knowledge base 

given by domain experts. Finally, defuzzification module 

converts fuzzy data to crisp values. The fuzzy model 

architecture is shown in Fig. 2. 

In this proposed work, testability of AO system is a 

measure of different factors: Controllability, 

Observability, Built in Test Capability, Understandability 

and Complexity. These factors are independent to each 

other. These joined factors used in the measurement for 

the dependent variable i.e. testability because we can not 

directly measure the testability. 

 

Fig. 2. Fuzzy Model 

 

The proposed fuzzy logic considers all these factors as 

inputs and finally gives a crisp value of testability using 

rule base. All input values are categorized as low, 

medium and high. The output testability is categorized as 

very low, low, medium, high and very high. A rule base 

is created using all feasible arrangements of inputs. Fuzzy 

Inference System (FIS) includes the following module 

which is shown in Fig. 3. 

i) FIS Editor: It shows information related to fuzzy 

inference system to handle the complex problems 

for the system. 

ii) Membership Function Editor: It describes the 

shapes of all the membership functions related to 

every factor. 

iii) Rule Editor: It is used for editing the rules which 

determines the behavior of the problem. 

iv) Rule Viewer: It is used to see the rule base i.e. how 

an individual rule affects the results. 

v) Surface Viewer: It is used to see the graph on the 

basis of given inputs and the output for the system. 

 

 

Fig 3. Fuzzy Inference System [52] 

 

V. SIMULATION AND EXPERIMENTATION 

In this section, the trained fuzzy inference system and 

proposed fuzzy model with inputs i.e. Controllability, 

Observability, Built in Test Capability, Understandability 

and Complexity to predict software testability as output 

given in Fig. 4. 

 

Fig. 4. Software Testability Model with 5 inputs, 1 output, 243 rules 

 

All inputs are categorized into membership function i.e. 

low, medium and high and the software testability as 

output is categorized as very low, low, medium, high and 

very high. Triangular membership function is used to 

categorize the inputs and output scaled between [0 1] 

scale as follows:  

For inputs, Low [0 0.185 0.37], Medium [0.31 0.495 

0.68], High [0.63 0.815, 1] and For output, Very Low [0 

0.1171 0.2341], Low [0.192 0.317 0.422], Medium 

[0.382 0.4985 0.6151], High [0.5732 0.6907 0.8082], 

Very High [0.7685 0.8842 1] 

All 243 rules created and inserted in rule base, which 

represents all possible combinations of inputs i.e. 3^5 

(243) sets. Some of the proposed rules are as follows: 

Rule 1: If Controllability is high and Obsesrvability is 

high and BIT Capability is high and Understandability is 

high and Complexity is high then Testability is very low. 

Rule 2: If Controllability is high and Obsesrvability is 

high and BIT Capability is low and Understandability is 

low and Complexity is low then Testability is low. 
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Rule 3: If Controllability is medium and Obsesrvability 

is medium and BIT Capability is medium and 

Understandability is medium and Complexity is medium 

then Testability is medium. 

Rule 4: If Controllability is low and Obsesrvability is 

low and BIT Capability is low and Understandability is 

high and Complexity is low then Testability is high. 

Rule 5: If Controllability is low and Obsesrvability is 

low and BIT Capability is low and Understandability is 

low and Complexity is high then Testability is very high. 

High testability signify the high testing effort and cost 

which may lead to further higher maintainability and 

maintenance cost too. Details about the proposed fuzzy 

system are provided in Table 4. 

 
Table 4. Details of the System used 

 
 

Membership function for Controllability as input 1 in 

fuzzy logic tool is shown in Fig. 5. 

 

Fig. 5. Membership Function 

 

All 243 rules are created a rule base is made which 

represents all possible combinations of inputs i.e. (243) 

sets as shown in Fig. 6. 

 

Fig. 6. Proposed Fuzzy Model Rule Base 

 

Using a rule viewer shown in Fig. 7, testability is 

measured using five values of input factors. 

Testability can be examined by some changes in the 

above rule viewer are shown in Fig. 8, which reflects the 

change in output. That is, for a set of inputs [0.8, 0.8, 0.8, 

0.8, 0.2], the output is 0.117 which is the best result for 

testability.  

 

Fig. 7. Rule Viewer 

 

Fig. 8. Rule Viewer with changed values 

 

VI. DISCUSSION OF RESULTS 

This paper discusses testability in relation to AO 

Software. It identifies the factors which affecting 

testability and sets up a relationship on these factors for 

testability. Proposed model based on five factors: 

Controllability, Observability, Built in Test Capability, 

Understandability and Complexity for accessing Software 

Testability levels using AI techniques by Fuzzy Logic.  

Some values assumed for Controllability, 

Observability, Built in Test Capability, Understandability 

and Complexity is taken as inputs and triangular 

membership function is used to defined in MATLAB in 

order to predict the Testability as output.  

Proposed model categorized inputs as low, medium 

and high and testability as a output which is categorized 

as very low, low, medium, high, and very high. Total 243 

rules are created based on expert advise and inserted in 

the rule base, which represents all the probable 

combinations of inputs i.e. (243) sets. Using rule viewer, 

testability can be determined by the proposed testability 

model using fuzzy logic. 

For inputs [0.5, 0.5, 0.5, 0.5, 0.5] 

 For Triangular Membership Functions (trimf), the 

testability is determined by taking all five values of 

input factors is 0.499 which is medium as shown in 

rule 3. 

But for different inputs that is,  
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 For a set of inputs [0.8, 0.8, 0.8, 0.8, 0.2], the output is 

0.117 i.e. Very Low which means best testability.  

Rule-2 shows software testability value low & Rule-1 

shows testability very low. This is shown in Fig. 9. 

 

Fig. 9. Output for Software Testability 

 

It has been identified based on expert advice and 

judgment that for best Testability of software, its 

Controllability, Observability, Built in Test Capability, 

and Understandability should be High whereas 

Complexity should be Low. Best testability is the ability 

of AO software to validate modified software where less 

testing efforts are required.  

A three-dimensional plot is given in Fig. 10 that 

represents the surface view which mapped from 

controllability and observability factor on input axex (X 

and Y) to testability on output axes (Z). As similar to Fig. 

10, more 3D figures can be drawn by considering another 

set of inputs and outputs ( testability). 

 

Fig. 10. Surface view w.r.t. inputs Controllability and Observability and 

output as Testability 

 

A. Defuzzification 

Defuzzification is a technique to produce a quantitative 

solution in fuzzy system. The fuzzy output needs to 

convert in a scalar quantity output. This process is called 

defuzzification. 

One of the defuzzification technique is center of 

gravity also known as centroid method. In this 

implementation COG method is used for the aggregated 

output of 243 rules. COG method using (1), is applied on 

the output for testability as shown in Fig. 11. 

 

Fig. 11. Defuzzification of Software Testability 

 

It is the most accurate technique for defuzzification 

and formula is 

Ax
x

A

 



                                                             (1) 

x*=0.0833 / 0.1666 

x*=0.4997 

Where x* is the defuzzified output, A shows the area 

of segment and x̅ is the corresponding centroid. The 

testability for the inputs appeared above is 0.499 that is 

same as evaluated above. Hence our proposed fuzzy 

model is validated against the COG method by 

defuzzification and same result has been achieved for 

software testability. 

 

VII. CONCLUSION AND FUTURE PROSPECTS 

Present work adopts fuzzy inference system for the 

assessment of testability of AO Software. It is less 

dependent on historical data and fuzzy model can be built 

little data which is the major advantage of this approach. 

Fuzzy helps in automate the process of identifying the 

testability using metrics. The result shows that suggested 

model can also be used to predict testability of aspect-

oriented software system, which helps in reducing efforts 

needed in development and improve the quality of the 

system. 

Software Testability is widely used now a day. It has 

great potential to improve and maintain software systems. 

In future prospects, Neural Network, Support Vector 

Machine may be used to predict testability. The main aim 

of this paper is to estimate testability for AO software 

because it can help in reducing the maintenance efforts 

and cost too. Software professionals may also use this 

approach to measure testability of AO software and 

forecast the testing and maintenance efforts, cost too. 
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